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Kurzfassung

Darum geht es.

Auf der Registerkarte 'Einfügen' enthalten die Kataloge Elemente, die mit dem generellen Layout des Dokuments koordiniert werden sollten. Mithilfe dieser Kataloge können Sie Tabellen, Kopfzeilen, Fußzeilen, Listen, Deckblätter und sonstige Dokumentbausteine einfügen. Wenn Sie Bilder, Tabellen oder Diagramme erstellen, werden diese auch mit dem aktuellen Dokumentlayout koordiniert. Die Formatierung von markiertem Text im Dokumenttext kann auf einfache Weise geändert werden, indem Sie im Schnellformatvorlagen-Katalog auf der Registerkarte 'Start' ein Layout für den markierten Text auswählen.

Text können Sie auch direkt mithilfe der anderen Steuerelemente auf der Registerkarte 'Start' formatieren. Die meisten Steuerelemente ermöglichen die Auswahl zwischen dem Layout des aktuellen Designs oder der direkten Angabe eines Formats. Wählen Sie neue Designelemente auf der Registerkarte 'Seitenlayout' aus, um das generelle Layout des Dokument s zu ändern. Verwenden Sie den Befehl zum Ändern des aktuellen Schnellformatvorlagen-Satzes, um die im Schnellformatvorlagen-Katalog verfügbaren Formatvorlagen zu ändern.

Abstract

That‘s why.

Ensure that the entire document's proofing language is set to English. Remember that proofing language is set for each word, even each individual character, not for the document as a whole, so even a single character in the wrong place can throw it off.

Open the document and hit Ctrl+A to select all text and objects in the document. Then go to Review | Language | Set Proofing Language and ensure it's set to "English
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# Software

Alle Softwarekomponente des Spiels wurden in C# innerhalb des Monogame Frameworks geschrieben.

## Monogame Framework

Abbildung 1. Monogame Logo  
Quelle: https://upload.wikimedia.org/wikipedia/commons/e/e6/MonoGame\_Logo.svg

Monogame ist eine Open-Source Weiterführung vom von Microsoft entwickelten XNA’ Framework. Es basiert auf der Programmiersprache C# und unterstützt DirectX als auch OpenGL.

* DirectX ist eine von Microsoft entwickelte Graphik API. Sie wird von Windows Systemen und Xbox Konsolen unterstützt.
* OpenGL ist eine Open-Source Graphik API. Sie ist Platform übergreifend und kann für Windows, macOS und Linux Systeme verwendet geben.
* Xamarin?

Diese Bibliotheken werden vom Monogame Framework zum kommunizieren mit der Graphikkarte verwendet. Beim Erstellen eines Projektes muss man sich für eines dieser Zwei entscheiden.

Für dieses Projekt bietet sich OpenGL am besten an, da wir von keinen relevanten Einschränkungen betroffen sind und wir dann mit unserem Produkt mehrere Platformen gleichzeitig ansprechen können.

Eine neu erstellte Monogame Vorlage sieht folgender Maßen aus:

|  |
| --- |
| using Microsoft.Xna.Framework;  using Microsoft.Xna.Framework.Graphics;  using Microsoft.Xna.Framework.Input;  namespace Game1  {  public class Game1 : Game  {  GraphicsDeviceManager graphics;  SpriteBatch spriteBatch;    public Game1()  {  graphics = new GraphicsDeviceManager(this);  Content.RootDirectory = "Content";  }  protected override void Initialize()  {  base.Initialize();  }  protected override void LoadContent()  {  spriteBatch = new SpriteBatch(GraphicsDevice);  }  protected override void UnloadContent()  {  }  protected override void Update(GameTime gameTime)  {  if (GamePad.GetState(PlayerIndex.One).Buttons.Back == ButtonState.Pressed || Keyboard.GetState().IsKeyDown(Keys.Escape)) Exit();  base.Update(gameTime);  }  protected override void Draw(GameTime gameTime)  {  GraphicsDevice.Clear(Color.CornflowerBlue);  base.Draw(gameTime);  }  }  } |

Initialize() wird für das Laden aller Elemente verwendet, welche nicht von der Pipeline geladen werden. (Services, Spielstände, Datenbanken)

LoadContent() wird für das Laden aller Elemente verwendet, welche von der Pipeline geladen werden. (Graphiken, Sounds, Schriften)

UnloadContent() wird für das Entladen aller Elemente verwendet, welche von der Pipeline geladen wurden. Dies befreit die verbrauchte RAM.

Update() wird für das Aktualisieren der Spiellogik verwendet.

Draw() wird für das Zeichnen mit der Graphikkarte verwendet.

Initialize() und LoadContent() werden immer beim Programmstart aufgerufen.

UnloadContent() wird beim Programmende aufgerufen.

Update() und Draw() werden ständig aufgerufen und bilden die GameUpdateLoop.

Beim ausführen dieses Programmes wird ein Bildschirm mit einem hellblauen Hintergrund erstellt. Beim Drücken der ESCTaste oder dem Menüknopf eines Controllers wir das Fenster geschlossen. Diese Vorlage ist alles was Monogame von uns an Arbeit entnimmt, alles Andere muss selbst entwickelt werden.

### UpdateLoop

Die Funktionen Update() und Draw() bilden die UpdateLoop, welche jede Bildwiederholung aufgerufen wird. Logikcode ist hier vom Graphikcode getrennt. Dies hat best practice, als auch technische Gründe (da die Aufrufung dieser zwei Methoden sich unter Extremfällen doch verschieden verhält, ist für uns aber nicht relevant).

Update() {

In der Update Funktion wird der Logikcode ausgeführt. Dies beinhaltet so ziemlich alles, was nicht direkt auf den Bildschirm gezeichnet werden muss. Jeder zeitabhängige Code verwendet die DeltaTime zu der Berechnung von Zeitdifferenzen. Der Großteil des Codes wird sich hier befinden.

}

Draw() {

In der Draw Funktion wird der Code zum Zeichnen ausgeführt. Dies wird mithilfe eines Spritebatches erledigt. Ein Spritebatch ist eine Ansammlung von Befehlen die an die Graphikkarte am ende eines Updateloops geschickt werden. Diese werden innerhalb eines Batches organisiert, um die Optimierung von z.B. sich wiederholenden Graphiken zu ermöglichen.

}

//Siehe Kapitel Graphiken für mehr über spritebatches undso

### DeltaTime

Wenn man z.B. Bewegung simulieren möchte, benötigt man einen Bezug zu der vergangenen Zeit. Diese Funktionalität vergibt uns das GameTime Objekt, welches von Monogame bereitgestellt und verwendet wird.

Das Objekt GameTime besteht aus folgenden Attributen:

* TimeSpan TotalGameTime Die vergangene Zeit seit Spielstart
* TimeSpan ElapsedGameTime Die vergangene Zeit seit letztem Update()
* Bool IsRunningSlowly Ob das Spiel unter der festgelegten Frequenz rennt

Bei der Berechnung von Zeit gibt es zwei Herangehensweisen:

**Fixe Wiederholrate**

Bei der fixen Wiederholrate wird die Frequenz, mit der sich das Spiel selbst aufruft limitiert.

Es erlaubt für einfachere Kalkulation von Zeitdifferenzen, da diese im Idealfall immer gleich sind. Also wenn man sein Spiel auf 60fps’ limitiert, wäre ein Zeitsprung zwischen zwei Bildern immer 0.0166s (1/60s) lang. Damit umgeht man Berechnungen mithilfe von ElapsedGameTime. Wenn es dazu kommt, dass die Wiederholrate durch Performanceprobleme unter diese Schwelle fällt, verhält sich die Spiellogik gleich, da die Zeitdifferenz statisch definiert wurde.

Die Vor- und Nachteile diese Methode sind die Folgende:

**+** Zeitberechnung statisch und Logikcode ist vorhersehbarer

**+** Performanceschwankungen oberhalb der Schwelle werden abgeschnitten

**+** Das System überarbeitet sich nicht, was sinnvoll bei Laptops und Mobilgeräten ist, oder bei limitierter Stromversorgung

**-** Monitore mit Bildfrequenzen über der Schwelle werden nicht ausgenutzt, kommt negativ bei der Kundschaft an

**-** Unbrauchbar für Online Multiplayer – durch verschiedener Hardware würde es zu Asynchronisierungen kommen

Diese Methode ist mitlerweile veraltet, wird aber dennoch bei kleineren Projekten gerne verwendet.

**Variable Wiederholrate**

Bei der variablen Wiederholrate wird die Frequenz nicht limitiert und hat somit kein Maximum, das sie erreichen kann. Für die Berechnung der Zeit wird die GameTime verwendet. Die seit dem letzten Frame vergangene Zeit kann mit (float)gameTime.ElapsedGameTime.TotalSeconds abgefragt werden. Diese ist in Sekunden angegeben werden und muss als Faktor mit anderne Zahlen multipliziert werden.

Die Vor- und Nachteile diese Methode sind die Folgende:

**+** Wird als State of the Art von Konsumenten gesehen

**+** Nutzt die Hardware vollkommen aus

**-** Bei extremen Performanceschwankungen können Logikprobleme entstehen (siehe Movement)

## Architektur

Da keine etablierte Engine für die Entwicklung des Spiels verwendet wurde, musste diese auch selber gemacht werden. Dies ist normal für Entwickler die nur ein Framework verwenden.

Unter einer Game Engine versteht man ein wiederverwendbares Stück Software, welches auf der Basis von Daten agiert. Dadurch kann eine Engine bei mehreren Projekten eingesetzt werden, da sich diese nur in den Daten unterscheiden und die Logik gleich bleibt.

Kommerzielle Game Engines beinhalten meist Entwickler Tools mit graphischer Oberfläche. Bei größeren Teams erlaubt das für erweiterte Zusammenarbeit, ohne dass sich jeder mit der Programmiersprache auskennen muss.

Da das Wraithknight Team aber nur einen Programmierer hat, sind diese Funktionalitäten nicht nötig.

### ECS

//hat Ähnlichkeiten mit Model-View-Controller

Die **E**ntity**C**omponent**S**ystem Design Pattern setzt Komposition über Vererbung.

Vom Konzept her ist sie das polare Gegenteil vom klassischen **O**bjekt**O**rientierten**P**rogrammieren. ECS wird meist in der Spieleentwicklung verwendet, da gerade dort die Schwächen von OOP sehr früh zu Problemen führen.

Die ECS Architektur befindet sich aber nur innerhalb eines vom Programmierer definierten ECS Environments. Im Falle von Wraithknight wäre das das tatsächliche Spiel. Das ECS Environment übernimmt Aufgaben wie das Entity-Management (das Löschen/Erstellen von Entitäten), das System-Management, sowie die verschiedenen Boot-Routinen[[1]](#footnote-1).

Einige Spielelemente, wie z.B. das Menu, benötigen das ECS nicht, und werden daher “klassisch” programmiert.

Als Beispiel:

//Soll ich das noch machen? Beispiel mit Vererbung, Deadly Diamond, Logikkonflikten

#### Entity

Eine Entity ist ein Container für eine beliebige Anzahl an Komponenten. In Wraithknight beinhalten Entities noch Metadaten, wie etwa:

* eine ID
* ein Boolean ob sie noch am “Leben” ist
* das Team (Freundlich, Feindlich, Neutral)
* den Typen der Entität, der bei der Erstellung verwendet wurde.

Diese Metadaten sind für eine funktionelle ECS Architektur nicht notwendig, erleichtern aber das Debugging.

//Code?

#### Component

Eine Komponente ist ein Datensatz der das Verhalten einer Entity beschreibt. Komponenten beinhalten KEINE SPIELLOGIK und sind mit einer Tabelle einer Datenbank zu vergleichen.

Eine MovementComponent hätte z.B. eine X/Y Position und eine Geschwindigkeit womit die Bewegung ausgedrückt wird. Wenn eine Entity eine aktivierte MovementComponent besitzt, ist sie dazu fähig sich zu bewegen und bewegt zu werden.

#### System

Systeme existieren meistens parallel zu einer Komponenten-Klasse. Sie führen eine Collection mit allen nötigen Komponenten, die sie überwachen. Innerhalb eines Systems findet man die Logik von den zugehörigen Komponenten.

Ein MovementSystem hätte eine Liste mit allen MovementComponents die gerade im Spiel vorhanden sind. Jedes Update wird über diese Liste iteriert und die Komponente aktualisiert. In unserem Beispielfall würde die Geschwindigkeit mit der vergangenen Zeit multipliziert werden und dann zu den Positionskoordinaten addiert werden.

### Gebundene Komponente

Manchmal ist es nötig, dass eine Komponente auf die Informationen einer anderen Komponente verfügen muss. In diesem Fall werden gebundene Komponente verwendet.

Die DrawComponent Klasse beinhaltet Informationen über das Zeichnen einer Graphik.

Das DrawSystem ist derzeit nur dazu verantwortlich die DrawComponent zu zeichnen.

Wenn sich eine Entity aber bewegt, also es wird die Position in der MovementComponent geändert, kriegt die DrawComponent davon nichts mit und wird immer noch auf der alten Position gezeichnet. In dem Fall binden wir die MovementComponent an die DrawComponent. Dann hat das DrawSystem Zugriff auf die tatsächliche Position einer Entity, nur indem es eine DrawComponent nach ihrer Bindings fragt.

//Codebeispiel?

## Assetmanagement

Die als PNG exportierten Graphiken müssen in die Spiellogik eingebunden werden. Dabei hilft der Monogame Content-Manager, welcher jedes Asset in eine .XNA Datei umwandelt. Innerhalb des Programmes unterscheiden sich die Ressourcen aber in der Klasse.

### Monogame Content-Manager

Der Monogame Content-Manager greift auf Dateien innerhalb des „Content“ Ordners zu und konvertiert diese auf .XNA Dateien um. Diese Konvertierung erfolgt aber nur bei der Kompilierung des Programmes. Ressourcen, welche vom Content-Manager geladen wurden befinden sich nun in der Pipeline.

Es können optional noch Properties gesetzt werden, diese sind für das jetzige Projekt aber nicht relevant.

Auf von der Pipeline geladene Objekte kann folgendermaßen zugegriffen werden:

//CODE

### Dynamische Assetbibliothek

Bei größeren Projekten verliert man schnell die Übersicht über eingebundene Ressourcen, wenn man keine ordentliche Verwaltung betreibt.

Die Bibliothek ist eine global erreichbare statische Klasse. Sie führt jeweils eine Collection für eine Art von Ressource. Auf die Bibliothek kann mit Asset.GetTexture() zugegriffen werden.

Eine weitere Funktion der Bibliothek, ist das automatische Entladen von nicht mehr verwendeten Assets.

## Entity-Erstellung

Entitäten bestehen aus einer Liste von Komponenten und einigen Metadaten, welche die Verwaltung vereinfachen.

Die Entitäten eines bestimmten Typen bestehen aber immer aus den gleichen (oder zumindest ähnelnden) Komponenten. Ein Baum besteht immer aus einer DrawComponent und einer CollisionComponent. Bei der Generierung einer Entität wird der Typ und ein paar Startvariablen bekannt gegeben.

Nachdem die Entität mit den Komponenten gefüllt wurde, werden die Metadaten in Relation zu den Inhalten gesetzt. Dies finalisiert die Generierung. Jetzt müssen die Komponenten noch den Systemen bekannt gegeben werden. Jedem System wird eine Liste von zu registrierenden Komponenten gegeben und sie suchen sich die jeweilig relevanten Komponenten aus und verarbeiten sie.

//Entity wird erstellt, per typ sortiert, komponente eingefügt und in systemen registriert

//CODE AUSSCHNITT ZEIGEN

## Input

### Inputhandeling

* + - Keyboard
    - Maus
    - Controller

### Custom Keybinds

## Graphiken

### Simple Graphiken

### Komplexe Graphiken

### Simple Animationen

### Komplexe Animationen (states)

## Bewegung

Entities, die sich bewegen können, besitzen eine MovementComponent. Diese ist auch im MovementSystem registriert und wird von diesem verwaltet.

Bewegung in Spielen kann sehr komplex werden, mit vielen Nuancen um sie möglichst realistisch oder gut anfühlend zu machen. Der Spaß von Platformern (nicht unser Genre) kommt hauptsächlich von der Bewegung und Physik. Es fühlt sich gut an, ein physikalisches Objekt mit Gewicht und Momentum durch die Welt zu bewegen.

Da das Spiel 2-dimensional ist, wird die Bewegung auch nur in 2 Dimensionen simuliert, in der X- und Y-Achse.

### Vektoren

Das Monogame Framework stellt eine Vector2 Struct zur Verfügung, welche eine kartesische, 2-dimensionale Koordinate darstellt. Diese eignet sich gut zu der Repräsentation einer Position, aber nicht so gut für Geschwindigkeiten.

Würde man bei Geschwindigkeiten eine kartesische Koordinate verwenden, würde es einem schwer fallen die Geschwindigkeit mit der Zeit abnehmen zu lassen. Im Spiel ist das aber ein gewünschter Effekt. Der Boden, auf dem sich eine Entität bewegt, bremst sie durch Reibung ab, bis sie zum Stillstand kommt. Bei kartesischen Koordinaten wäre das leicht umzusetzen: Jedes Update() wird die X- und Y-Koordinate mit der Abbremsung subtrahiert. Die zwei Achsen sind hier aber voneinander unabhängig, was heißt, dass eine Achse vor der anderen auf 0 abgebremst werden kann. Dieser Ansatz funktioniert bei 2D-Sidescrollern, wie dem klassischen Super Mario. Hier schaut man mit einem 90 Grad Winkel auf eine waagrechte Spielfläche. Die Y-Achse beschreibt die vertikale Höhe über dem Boden.

Bei Top-down Spielen, wie unserem, definieren die Achsen positionelle Koordinaten, wie bei dem Spiel „Schiffe versenken“. Um hier eine realistische Abbremsung zu verwirklichen, muss man die Kartesische Koordinaten zuerst in Polare umwandeln, und dann die Länge davon mit der Abbremsung verkürzen. Hierfür wurde Coord2 Struct selbst erstellt, welche aus einem kartesischen Vector2 und einem polaren Polar2 (auch selbst erstellt) besteht. Die Achsen von Coord2 können nur durch die Funktionen manipuliert werden, welche automatisch zwischen polaren und kartesischen Koordinaten umwandeln.

#### Kartesisch

Kartesische Koordinaten bestehen aus einer X- und Y-Achse. Das von Monogame vorgegebene Vector2 Struct bietet auch einige arithmetische Funktionen, welche die spielrelevanten Berechnungen vereinfachen.

Kartesische Koordinaten eignen sich für die Darstellung von Positionen.

#### Polar

Die Polare Implementierung ist selbst gemacht und wurde nicht vom Framework vorgegeben. Sie besteht aus einem Winkel und einer Länge.

Polare Koordinaten eignen sich für die Darstellung von Bewegungen.

### Beschleunigung und Abbremsung

Die größte Herausforderung bei dem Entwurf eines guten Bewegungssystem besteht darin, dass sich die Bewegung realitätsnah und befriedigend anfühlt.

Man kann den Userinput direkt auf die Geschwindigkeit des vom Spieler kontrollierten Charakter binden. Dies ist der simpelste Ansatz und wird gerne bei Arcade-Style Spielen, wie Pacman, verwendet.

Doch in der realen Welt beschleunigen Objekte nicht sofort auf die gewünschte Geschwindigkeit, denn sie besitzen eine Trägheit. Um dieses Verhalten in der virtuellen Welt zu simulieren bindet man den Userinput stattdessen auf die Beschleunigung des Charakters, welche dann auf die Geschwindigkeit wirkt. Hier muss man auf die Feinheiten der Bewegung achten, damit der Spieler nicht ein „schwammiges“ Feedback wahrnimmt.

Ein gut umgesetztes Move-set trägt eine Menge zum *Gamefeel* bei.

### Finales Verhalten

## Kollision

### AABB

### Minkowski Differenz

### Collision-Response

* + - Physikalische
    - Logische

## Levelgeneration

### Cellular Automata

### Perlin Noise

### Finaler Algorithmus

## Künstliche Intelligenz

### Generelle Intelligenz

### Pathfinding

### Feinderkennung

## UI

### Menu

### HUD

## Gamescreens

### Screen Management

### Flowchart von Screens?

## Performance

### CPU

### GPU

### Memory

## Das finale Produkt: der logische Ablauf vom allen

* + Phase1: Initialisierung
  + Phase2: Menu
  + Phase3: Generierung vom Level
  + Phase4: Start des Spiels
  + Phase5: Level beendet, Vorbereitung auf nächste Generation
  + -> Phase3
  + Phase6: Gameloop verlassen
  + -> Phase2

1. Eine Abfolge an Anforderungen die beim Spielstart erfüllt sein müssen (z.B. Levelgeneration) [↑](#footnote-ref-1)